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常见的排序算法总结

|  |  |  |  |  |  |  |  |
| --- | --- | --- | --- | --- | --- | --- | --- |
| 编号 | 算法 | 时间复杂度 | | | 空间复杂度 | 稳定性 | 就地 |
| 平均情况 | 最好情况 | 最差情况 | 辅助内存 |
| 1 | 插入排序 | O(n^2) | O(n) | O(n^2) | O(1) | 稳定 | 是 |
| 2 | 希尔排序 | O(n^1.5) | O(n^1.5) | O(n^1.5) | O(1) | 不稳定 | 是 |
| 3 | 冒泡排序 | O(n^2) | O(n) | O(n^2) | O(1) | 稳定 | 是 |
| 4 | 简单选择 | O(n^2) | O(n^2) | O(n^2) | O(1) | 稳定 | 是 |
| 5 | 归并排序 | O(nlgn) | O(nlgn) | O(nlgn) | O(n+lgn) | 稳定 | 否 |
| 6 | 堆排序 | O(nlgn) | O(nlgn) | O(nlgn) | O(1) | 不稳定 | 是 |
| 7 | 快速排序 | O(nlgn) | O(nlgn) | O(n^2) | O(nlgn)~O(n) | 不稳定 | 是 |
| 8 | 计数排序 | O(n+k) | O(n+k) | O(n+k) | O(n+k) | 稳定 | 否 |
| 9 | 基数排序 | O(d(n+k)) | O(d(n+k)) | O(d(n+k)) | O(d(n+k)) | 稳定 | 否 |
| 10 | 桶排序 | O(n) | O(n) | O(n^2) |  | 稳定 | 否 |

1. 插入排序

定义：插入排序是将一个记录插入到已排好序的有序表中,从而得到一个新的，记录数增1的有序表。

插入排序的时间复杂度

最好情况：要排序的数组与要求结果顺序一致O(n)，每次不需要移动元素。

最坏情况: 要排序的数组与要求结果顺序相反O(n^2),已排好序的元素都需要向后移动。

平均情况：O(n^2).

空间复杂度：就地排序。

是否稳定：稳定。

算法简单，当n比较小时，效率较高。

比如对一组数据{49,38,65,97,76,13,27}进行排序，则是首先初始化第0个49数字有序，然后从第1个开始，依次把后面的数据插入到前面有序的结果中。

针对第i个数字找其相应的插入位置，则是在前0…i-1个有序的数字中找第i个数字的位置。那么就从第i-1个开始向前比较，如果当前元素比要插入的元素大，则向后移动当前元素，一直进行比较直到找到不比要插入的元素大的元素，把插入的元素放到该元素的后面，即找到了要插入元素的正确位置。

排序过程如下:

|  |  |
| --- | --- |
| i = 0 | 49 38 65 97 76 13 27 |
| i = 1 | 排序前：49 38 65 97 76 13 27 排序后： 38 49 65 97 76 13 27 |
| i = 2 | 排序前：38 49 65 97 76 13 27 排序后： 38 49 65 97 76 13 27 |
| i = 3 | 排序前：38 49 65 97 76 13 27 排序后： 38 49 65 97 76 13 27 |
| i = 4 | 排序前：38 49 65 97 76 13 27 排序后： 38 49 65 76 97 13 27 |
| i = 5 | 排序前：38 49 65 76 97 13 27 排序后： 13 38 49 65 76 97 27 |
| i = 6 | 排序前：13 38 49 65 76 97 27 排序后： 13 27 38 49 65 76 97 |

Java实现代码：

|  |
| --- |
| /\*\***@author**  \* 插入排序 运行时间是 n的平方 = n\*n  \* 稳定的算法  \* 就地排序  \* 排序最快的时候是原来数组已经有序 运行时间就是n  \* 排序最差的时候就是原来的数组是倒序 运行时间就是n\*n  \* \* **@param** A 待排序的数组  \*/  **public** **void** INSERT\_SORT(**int** A[]){  **long** a=System.*currentTimeMillis*();  **int** n=A.length;  **int** i;  **int** key;  **for**(**int** j=1;j<n;j++){  i=j-1;  key = A[j];//在此之前A[0],A[1]...A[j-1]已经有序  **while**(i>=0 && A[i]>key){ //从A[j-1]开始找，找到 所有的比key大的元素依次向后移动  A[i+1]=A[i];//如果A[i]比关键字大则向后移动一个  i=i-1; //继续判断前一个元素与key的大小关系  }  A[i+1]=key;//找到了关键字的插入位置  }  System.*out*.println("执行耗时 : "+(System.*currentTimeMillis*()-a)/1000f+" 秒 ");  } |

1. 希尔排序 shell排序

时间复杂度 O(n^1.5)

空间复杂度：就地排序。

是否稳定：不稳定。

将整个待排序的记录序列分割成若干子序列分别进行直接插入排序，待整个序列中的记录基本有序时，再对整体记录进行一次直接插入排序。

注意的是子序列的构成不是简单地“逐段分割”，而是将相隔某个“增量”的记录组成一个子序列。增量序列可以有各种取法，但是需要注意的是应使递增序列中的值没有除1之外的公因子，并且最后一个增量值必须等于1.

Step1:依次遍历递增序列中的每个值dk；

Step2:根据选到的dk，把数组分成dk个子序列，每个子序列中的相邻元素的下标相差dk；

Step3:针对第二步中的每个子序列进行直接插入排序。

|  |
| --- |
| /\*\*  \* 希尔排序。  \* 时间复杂度 O(n^1.5).  \* 不是稳定的算法。  \* 将整个待排序的记录序列分割成若干子序列分别进行直接插入排序，待整个序列中的记录基本有序时，再对整体记录进行一次直接插入排序.  \* Step1:依次遍历递增序列中的每个值dk；  \* Step2:根据选到的dk，把数组分成dk个子序列，每个子序列中的相邻元素的下标相差dk；  \* Step3:针对第二步中的每个子序列进行直接插入排序。  \* **@param** A 待排序的数组。  \* **@param** dlta 排序时依据的递增序列  \*/  **public** **void** shellSort(**int**[] A,**int**[] dlta){  **int** len = dlta.length;  /\*Step1:依次遍历递增序列中的每个值dk；\*/  **for**(**int** i=0;i<len;i++){  shellInsert(A,dlta[i]);  }  }  /\*\*  \* Step2:根据选到的dk，把数组分成dk个子序列，每个子序列中的相邻元素的下标相差dk；  \* Step3:针对第二步中的每个子序列进行直接插入排序。  \* **@param** A  \* **@param** dk  \*/  **public** **void** shellInsert(**int**[] A,**int** dk){  **int** len = A.length;  **for**(**int** i=0;i<dk;i++){/\*根据选到的dk，把数组分成dk个子序列\*/  /\*对每个子序列进行直接插入排序\*/  **for**(**int** k=i+dk;k<len;k=k+dk){  **int** j = k-dk;  **int** key = A[k];  **while**(j>=0 && A[j]>key){  A[j+dk] = A[j];  j = j-dk;  }  A[j+dk] = key;  }  }  System.*out*.println(Arrays.*toString*(A));  }    **public** **static** **void** main(String[] args){  **int**[] A ={49,38,65,97,76,13,27,49,55,4};  **int**[] dlta = {5,3,1};  ShellSort test = **new** ShellSort();  test.shellSort(A, dlta);  } |

![](data:image/png;base64,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)

1. 归并排序

归并排序是假设初始序列是有n个记录，则可以看成是n个长度为1有序的子序列，然后两两合并，得到n/2个长度为2或者1的子序列；再两两合并，…，如此重复，直到得到一个长度为n的序列。

核心是将一组数组中前后相邻的两个有序序列合并为一个有序序列。

时间复杂度O(nlgn)，空间复杂度O(n)，是稳定的排序算法。

|  |
| --- |
| /\*\*  \* 把两个有序的数组进行合并，数组A[p...q]和A[q+1...r]分别有序，现在将其合并成数组A[p...r]有序  \* 运行时间是nlgn  \* 稳定的排序  \* 不是就地排序 空间复杂度O(n)  \* **@param** A  \* **@param** p  \* **@param** q  \* **@param** r  \*/  **public** **void** MERGE(**int** A[],**int** p,**int** q,**int** r){    **int** m=q-p+1;  **int** n=r-q;  **int** L[]=**new** **int**[m+1];  **int** R[]=**new** **int**[n+1];    **for**(**int** i=0;i<m;i++){  L[i]=A[p+i];  }  L[m]=999999;//设置最大的结尾元素。    **for**(**int** j=0;j<n;j++){  R[j]=A[q+j+1];  }  R[n]=999999;    **int** i=0;  **int** j=0;  **for**(**int** k=p;k<=r;k++){  **if**(L[i]<=R[j]){//保证了是稳定的排序  A[k]=L[i];  i++;  }**else**{  A[k]=R[j];  j++;  }  }  }  /\*\*  \* 递归的方式对数组进行划分。  \*/  **public** **void** Merge\_sort(**int** A[],**int** p,**int** r){    **if**(p<r){  **int** q = (p+r)/2;  Merge\_sort(A,p,q);  Merge\_sort(A,q+1,r);  MERGE(A,p,q,r);  }**else**{  **return**;  }  } |

1. 简单选择排序

简单选择排序是每次循环找出剩下的元素中最小的那个。

时间复杂度为O(n^2)：相对于冒泡排序算法来说可能交换的次数少了，但是比较的次数没有少。

就地排序、稳定的算法。

简单选择排序的基本原理如下：

对于给定的一组记录，经过第一轮比较后得到最小的记录，然后将该记录与第一个记录的位置进行交换；接着对不包含第一个记录之外的其他记录进行第二轮交换，得到最小的记录并与第二个记录进行位置交换，重复该过程，直到进行比较的记录只有一个时为止。

每次只需要交换那次循环找到的最小元素即可。

特点是：交换移动数据次数少。

|  |
| --- |
| /\*\*  \* 简单选择排序算法.  \* 时间复杂度都是O(n^2).  \* 稳定。  \* 就地。  \* 每次都是选择出当前剩下的元素中最小的。 \*  \* **@param** A 待排序的数组  \*/  **public** **void** selectSort(**int**[] A){  **int** len = A.length;  **int** min = 0;  **int** temp;  **for**(**int** i=0;i<len;i++){// i<len-1也可以，最后只剩下一个元素时则没有必要比较  min = i;//下一次选中的最小元素的下标  **for**(**int** j=i+1;j<len;j++){  **if**(A[min]>A[j]){  min = j;  }  }  **if**(i!=min){  temp = A[i];  A[i] = A[min];  A[min] = temp;  }  }  System.*out*.println("排序后的结果 ： "+Arrays.*toString*(A));  } |

1. 冒泡排序 bubbleSort

冒泡排序是经过比较数组中相邻元素，如果反序则交换，直到没有反序的记录为止。

每次冒泡是把当前剩下的元素经过两两比较选出最小的。

在每次循环开始前，0...i-1的数组元素已经有序，在剩下的i...len-1经过两两交换选出最小的元素。设置标志位flag，表示某次冒泡排序时是否有经过相邻元素的交换，若没有则表示数组已经有序，不需要再进行循环。

时间复杂度：最好情况:给定数组与目标数组一样，复杂度为O(n)；平均情况:O(n)

就地排序，稳定的排序算法。

|  |
| --- |
| /\*\*  \* 最好情况:给定数组与目标数组一样。O(n)  \* 平均情况:O(n)  \* 就地排序.  \* 稳定。  \* 在每次循环开始前，0...i-1的数组元素已经有序，在剩下的i...len-1经过两两交换选出最小的元素。  \* 设置标志位flag，表示某次冒泡排序时是否有经过相邻元素的交换，若没有则表示数组已经有序，不需要再进行循环。  \*  \* **@param** A 待排序的数组。  \*/  **public** **void** bubbleSort(**int**[] A){  **boolean** flag = **true**;  **int** len = A.length;  **int** temp = 0;  **for**(**int** i=0;i<len && flag == **true**;i++){  flag = **false**;  **for**(**int** j = len-1;j>i;j--){  flag = **true**;  **if**(A[j]<A[j-1]){//如果相邻两个元素逆序，则交换  temp = A[j-1];  A[j-1] = A[j];  A[j] = temp;  }  }  }  System.*out*.println("排序后的结果 ： "+Arrays.*toString*(A));  } |

1. 堆排序

堆排序是将待排序的序列构成一个大顶堆，数组中的最大元素总是在根结点中A[1]中，通过它与A[n]进行互换，则让该元素放到正确的位置，然后对堆进行调整（此时有效元素个数为n-1），找出剩下的最大的元素放到A[1]中，重复该过程，直到堆中的元素个数变为1.此时就完成了对所有元素的排序。

建堆的时间复杂度是O(n)，调整堆的时间复杂度是O(lgn)，堆排序的时间复杂度是O(nlgn).

就地排序，非稳定的排序算法。

|  |
| --- |
| /\*\*  \* 20150701 这个类主要介绍对排序的相关知识  \* 堆排序的运行时间是nlgn  \* 就地排序  \* 但不是稳定的排序算法  \*/  **public** **class** Heap {  **int** heap\_size = 0;// 表示堆中有多少个元素  /\*\*  \* 维护最大堆的性质 时间复杂度是lgn  \* **@param** A  \* **@param** i  \*/  **public** **void** max\_Heapify(**int** A[], **int** i) {  **int** l = i \* 2 + 1;  **int** r = (i + 1) \* 2;  **int** largest = i;  **if** (l < heap\_size && A[l] > A[i]) {  largest = l;  }  **if** (r < heap\_size && A[r] > A[largest]) {  largest = r;  }  **if** (i != largest) {  **int** temp;  temp = A[largest];  A[largest] = A[i];  A[i] = temp;  max\_Heapify(A, largest);  }  }  /\*\*  \* 给一个数组把它建成大顶堆 运行时间复杂度是 O(n)  \* **@param** A  \*/  **public** **void** build\_Max\_Heap(**int** A[]) {  heap\_size = A.length;  **for** (**int** i = (heap\_size - 1) / 2; i >= 0; i--) {  max\_Heapify(A, i);  }  }  /\*\*  \* 堆排序的运行时间是nlgn  \* 就地排序  \* 但不是稳定的排序算法  \* **@param** A  \*/  **public** **void** heap\_Sort(**int** A[]) {  build\_Max\_Heap(A);// 首先建立大顶堆  **int** temp;  **for** (**int** i = heap\_size - 1; i >= 1; i--) {  temp = A[0];// A[0]和堆中最后的那个元素交换，这样最大的元素就放在了数组的最后  A[0] = A[i];  A[i] = temp;  heap\_size--;  max\_Heapify(A, 0);  }  }  **public** **static** **void** main(String[] args) {  **int** A[] = { 4, 1, 3, 2, 16, 9, 10, 14, 8, 7 };  **for** (**int** i = 0; i < A.length; i++) {  System.*out*.print(A[i] + " ");  }  System.*out*.println();  Heap h = **new** Heap();  h.heap\_Sort(A);  **for** (**int** i = 0; i < A.length; i++) {  System.*out*.print(A[i] + " ");  }  }  } |

1. 快速排序

快速排序是通过一趟排序将待排记录分割成独立的两部分，其中一部分记录的关键字比另一部分的关键字都小，然后可以分别对着两部分的记录继续进行排序，以达到整个序列有序的目的。

时间复杂度最坏情况是：当输入的数组完全有序时（不管正序还是反序），O(n^2);

最好情况：O(nlgn).划分均衡

是就地排序，但是由于递归进行划分，所以会使用O(lgn)~O(n)的辅助空间。

|  |
| --- |
| /\*\*  \* 快排算法的运行时间是nlgn，  \* 就地排序  \* 不是稳定的算法。  \* 由递归造成的空间复杂度O(lgn)~O(n)  \*/  **public** **int** partition(**int** A[],**int** low,**int** high){    **int** pivot = A[high];  **int** i=low-1;    **for**(**int** j=low;j<high;j++){ //保证所有比pivot小的元素都放在A[low]...A[i]中  **if**(A[j]<=pivot){  i++;  **int** temp = A[j];  A[j] = A[i];  A[i] = temp;  }  }    **int** temp2 = A[high];  A[high] = A[i+1];  A[i+1] = temp2;    **return** i+1;  }    **public** **void** quick\_sort(**int** A[],**int** low,**int** high){  **if**(low < high){  **int** mid = partition(A,low,high);  quick\_sort(A,low,mid-1);  quick\_sort(A,mid+1,high);  }  } |

1. 计数排序

假设n个输入元素中的每一个都是在0到k之间的整数，其中k为某个整数。计数排序的时间复杂度是O(n+k)，空间复杂度是O(n+k)。当k=O(n)时，排序的时间复杂度和空间复杂度为O(n).

非就地排序。稳定的排序算法。

|  |
| --- |
| /\*\*  \* 非就地排序  \* 稳定的排序算法  \* 时间复杂度O(n+k)  \* 空间复杂度O(n+k)  \*  \* 数组A中的元素都在0到k之间。  \* **@param** A 待排序的数组  \* **@param** B 排序之后存放结果的数组  \* **@param** k  \*/  **public** **void** countSort(**int**[] A,**int**[] B,**int** k){  **int** len = A.length;  /\*C[i]中存的是整数i在数组A中小于等于i的个数\*/  **int**[] C = **new** **int**[k+1];  **for**(**int** i=0;i<len;i++){  C[A[i]]++;  }  **for**(**int** i=1;i<=k;i++){  C[i]=C[i-1]+C[i];  }  System.*out*.println("排序后 ： "+Arrays.*toString*(C));  /\*从后向前遍历数组A的元素，保证其稳定的插入到正确的位置\*/  **for**(**int** i=len-1;i>=0;i--){  B[C[A[i]]-1] = A[i];  C[A[i]]--;  }  System.*out*.println("排序后 ： "+Arrays.*toString*(B));  }    **public** **static** **void** main(String[] a){  CountSort test = **new** CountSort();  **int**[] A ={4,1,3,4,3};  **int**[] B = **new** **int**[5];  test.countSort(A, B, 4);  } |

1. 基数排序

从最低有效位开始依次往高有效位对输入的n个元素进行排序，或者从高有效位开始依次往低有效位对输入的n个元素进行排序。

给定的n个的d位数，其中每一个数位有k个可能的取值。如果对每个有效位排序采用的是稳定的计数排序算法，则时间复杂度是O(d(n+k)),空间复杂度也是O(d(n+k))。

|  |
| --- |
| /\*\*  \* 基数排序。  \* 给定的n个的d位数，其中每一个数位有k个可能的取值。  \* 如果对每个有效位排序采用的是稳定的计数排序算法，则时间复杂度是O(d(n+k)),空间复杂度也是O(d(n+k))  \* **@param** A  \*/  **public** **void** RadixSort(**int**[] A,**int** d,**int** k){  **for**(**int** i = 0;i<d;i++){  countSort(A,i,10);  }  }  /\*\*  \* 对数组A中所有元素按照第i个有效位进行排序。  \* **@param** A  \* **@param** d  \* **@param** k  \*/  **public** **void** countSort(**int**[] A,**int** i,**int** k){  } |

1. 桶排序

本排序算法的总结摘自：http://www.cnblogs.com/openeim/p/3921645.html

基本思想：是将阵列分到有限数量的桶子里。每个桶子再个别排序（有可能再使用别的排序算法或是以递回方式继续使用桶排序进行排序）。桶排序是鸽巢排序的一种归纳结果。当要被排序的阵列内的数值是均匀分配的时候，桶排序使用线性时间（Θ（n））。但桶排序并不是比较排序，他不受到 O(n log n) 下限的影响。

简单来说，就是把数据分组，放在一个个的桶中，然后对每个桶里面的在进行排序。例如要对大小为[1..1000]范围内的n个整数A[1..n]排序首先，可以把桶设为大小为10的范围，具体而言，设集合B[1]存储[1..10]的整数，集合B[2]存储(10..20]的整数，……集合B[i]存储( (i-1)\*10, i\*10]的整数，i = 1,2,..100。总共有 100个桶。

然后，对A[1..n]从头到尾扫描一遍，把每个A[i]放入对应的桶B[j]中。 再对这100个桶中每个桶里的数字排序，这时可用冒泡，选择，乃至快排，一般来说任 何排序法都可以。最后，依次输出每个桶里面的数字，且每个桶中的数字从小到大输出，这样就得到所有数字排好序的一个序列了.

1. 两种二分查找

返回第一个次在数组中出现的下标：

|  |
| --- |
| /\*如果关键字在数组中存在则返回第一次出现的下标，不存在的时候则返回-1\*/  public int binarySearch11(int nums[],int key){//返回的是与关键字相等的元素下界,即如果有多个数组元素与关键字相等的时候，返回的是第一个元素的下标。  int high = nums.length-1;  int low = 0;  int mid = 0;  while(low<high){ //当数组中不存在的时候且比数组元素都大的时候返回的下标是len  mid=low + (high-low)/2;  System.out.println("mid = "+mid);  if(nums[mid]<key){  low = mid+1;  }else {  high = mid;  }  }  return nums[low]==key?low:-1;  } |

返回最后一次在下标中出现的下标：

|  |
| --- |
| int upperbound(int[] nums, int target) { // 找关键字在数组中出现的上界  int high = nums.length - 1;  int low = 0;  int mid = low + (high - low + 1) / 2;  while (low <high) {  mid = low + (high - low + 1) / 2;  if (nums[mid] <= target) {  low = mid ;  } else {  high = mid - 1;  }  }    return nums[low] == target ? low : -1; //这样就避免了溢出  } |